**Состав oozie-потоков загрузки из jira**

1. **reg-поток** [**wf\_reg\_jira\_daily**](http://bda31node01.moscow.alfaintra.net:8899/filebrowser/view=/user/dev_tech_oozie/oozie_workflows/reg/wf_reg_jira_daily)
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[**coordinator.xml**](http://bda31node01.moscow.alfaintra.net:8899/filebrowser/view=/user/dev_tech_oozie/oozie_workflows/reg/wf_reg_jira_daily/coordinator.xml):

<coordinator-app name="crd\_reg\_jira\_daily"

frequency="${coord:days(1)}"

start="${coord\_start\_time}"

end="${coord\_end\_time}"

timezone="GMT+03:00"

xmlns="uri:oozie:coordinator:0.4">

<action>

<workflow>

<app-path>${workflow\_application\_path}</app-path>

<configuration>

<property>

<name>LOAD\_DATE\_FROM</name>

<value>${coord:formatTime(coord:dateOffset(coord:nominalTime(), -7, 'DAY'), 'yyyyMMdd')}</value>

</property>

<property>

<name>LOAD\_DATE\_FROM\_3d</name>

<value>${coord:formatTime(coord:dateOffset(coord:nominalTime(), -3, 'DAY'), 'yyyyMMdd')}</value>

</property>

<property>

<name>LOAD\_DATE\_TO</name>

<value>${coord:formatTime(coord:dateOffset(coord:nominalTime(), 1, 'DAY'), 'yyyyMMdd')}</value>

</property>

<property>

<name>current\_day</name>

<value>${coord:formatTime(coord:nominalTime(), 'dd.MM.yyyy')}</value>

</property>

</configuration>

</workflow>

</action>

</coordinator-app>

[**workflow.xml**](http://bda31node01.moscow.alfaintra.net:8899/filebrowser/view=/user/dev_tech_oozie/oozie_workflows/reg/wf_reg_jira_daily/workflow.xml):

<workflow-app name="wf\_reg\_jira\_daily" xmlns="uri:oozie:workflow:0.5">

<parameters>

<property>

<name>wf\_reg\_name</name>

<value>wf\_reg\_jira\_daily</value>

</property>

</parameters>

<global>

<configuration>

<property>

<name>oozie.launcher.mapred.job.queue.name</name>

<value>tech\_oozie\_launchers</value>

</property>

<property>

<name>oozie.launcher.mapreduce.map.memory.mb</name>

<value>4096</value>

</property>

<property>

<name>oozie.launcher.mapreduce.map.java.opts</name>

<value>-Xmx4096m</value>

</property>

<property>

<name>oozie.launcher.yarn.app.mapreduce.am.resource.mb</name>

<value>4096</value>

</property>

<property>

<name>mapreduce.map.memory.mb</name>

<value>2048</value>

</property>

<property>

<name>mapreduce.reduce.memory.mb</name>

<value>4096</value>

</property>

<property>

<name>mapreduce.map.java.opts</name>

<value>-Xmx6144m</value>

</property>

<property>

<name>mapreduce.reduce.java.opts</name>

<value>-Xmx12288m</value>

</property>

</configuration>

</global>

<start to="wf\_ctl\_jira\_daily"/>

<kill name="Kill">

<message>Action failed, error message[${wf:errorMessage(wf:lastErrorNode())}]</message>

</kill>

<action name="wf\_ctl\_jira\_daily">

<sub-workflow>

<app-path>${nameNode}${wf\_ctl\_path}/wf\_ctl\_jira\_daily</app-path>

<propagate-configuration/>

</sub-workflow>

<ok to="End"/>

<error to="Kill"/>

</action>

<end name="End"/>

</workflow-app>

[**start.sh**](http://bda31node01.moscow.alfaintra.net:8899/filebrowser/view=/user/dev_tech_oozie/oozie_workflows/reg/wf_reg_jira_daily/start.sh)

#!/usr/bin/env bash

#VERSION1

err=0

err\_check() {

if [[ err -eq 1 ]];

then

read -p "WARNING: Errors detected! Continue? (Y/n): " answer

[[ ! ${answer} =~ ^("y"|"Y") ]] && exit 1

fi

}

import\_user\_properties() {

if [[ -f /home/${user\_name}/properties/oozie\_params.sh ]]

then

source /home/${user\_name}/properties/oozie\_params.sh

else

echo "ERROR: There is no oozie\_params.sh in /home/${user\_name}/properties/"

err=1

fi

}

arg\_parse() {

if [[ $# > 0 ]]

then

for arg in "$@"; do

[[ ${arg} =~ "custom" ]] && custom\_mode=1

done

fi

}

custom\_mode() {

## TODO convert to list

if [[ ${custom\_mode} -eq 1 ]]; then

hive2\_server\_principal=${custom\_hive2\_server\_principal}

hive2\_jdbc\_url=${custom\_hive2\_jdbc\_url}

oracle\_jdbc\_url=${custom\_oracle\_jdbc\_url}

oracle\_jdbc\_user=${custom\_oracle\_jdbc\_user}

oracle\_jdbc\_password=${custom\_oracle\_jdbc\_password}

coord\_start\_time=${custom\_coord\_start\_time}

coord\_end\_time=${custom\_coord\_end\_time}

DATABASE=${custom\_DATABASE}

TMP\_DATABASE=${custom\_TMP\_DATABASE}

PATH\_TO\_TMP=${custom\_PATH\_TO\_TMP}

TMP\_TABLE\_TYPE=${custom\_TMP\_TABLE\_TYPE}

echo RUNNING IN CUSTOM CONFIGURATION!

fi

}

user\_name=$(whoami) #DO NOT REMOVE!

# Params to Configure

#------------------------------------------------------------------

# Cluster settings moved to oozie\_params.sh (/home/<USERNAME>/properties/oozie\_params.sh)

# Workflow Path Parameters moved to oozie\_params.sh (/home/<USERNAME>/properties/oozie\_params.sh)

#------------------------------------------------------------------

# Hive settings moved to oozie\_params.sh (/home/<USERNAME>/properties/oozie\_params.sh)

# ADD YOUR JOB PROPERTIES HERE:

KERBEROS\_PRINCIPAL="dev\_tech\_oozie@BDA.MOSCOW.ALFAINTRA.NET"

KERBEROS\_KEYTAB="/user/dev\_tech\_oozie/config/dev\_tech\_oozie.keytab"

JIRA\_USER="debitsvzn\_tech\_user"

JIRA\_PASSWORD="6yfn^THC"

INITIAL\_LOAD="n"

#Not Used start-end by scripts but must be set

coord\_start\_time=2019-03-26T10:00+0300

coord\_end\_time=2019-04-20T11:00+0300

DATABASE=d\_sourcedata

TMP\_DATABASE=d\_sourcedata

#------------------------------------------------------------------

### Injection for running jobs inluding personal parameters

arg\_parse $@

import\_user\_properties

custom\_mode

err\_check

# Workflow to Run ##TODO needed to be automatic path

workflow\_application\_path=${wf\_reg\_path}/wf\_reg\_jira\_daily

echo "Run oozie job.."

# Run Oozie Job

oozie job -auth KERBEROS \

-D nameNode="${nameNode}" \

-D wf\_reg\_path="${wf\_reg\_path}" \

-D wf\_ctl\_path="${wf\_ctl\_path}" \

-D wf\_atom\_path="${wf\_atom\_path}" \

-D workflow\_application\_path="${workflow\_application\_path}" \

-D coord\_start\_time="${coord\_start\_time}" \

-D coord\_end\_time="${coord\_end\_time}" \

-D ORA\_USER="${ORA\_USER}" \

-D ORA\_PASSWORD="${ORA\_PASSWORD}" \

-D DATABASE="${DATABASE}" \

-D TMP\_DATABASE="${TMP\_DATABASE}" \

-D PATH\_TO\_TMP="${PATH\_TO\_TMP}" \

-D TMP\_TABLE\_TYPE="${TMP\_TABLE\_TYPE}" \

-D INITIAL\_LOAD="${INITIAL\_LOAD}" \

-D KERBEROS\_KEYTAB="${KERBEROS\_KEYTAB}" \

-D KERBEROS\_PRINCIPAL="${KERBEROS\_PRINCIPAL}" \

-D jobTracker="${jobTracker}" \

-D hive2\_server\_principal="${hive2\_server\_principal}" \

-D hive2\_jdbc\_url="${hive2\_jdbc\_url}" \

-D hcat\_metastore\_uri="${hcat\_metastore\_uri}" \

-D oracle\_jdbc\_url="${oracle\_jdbc\_url}" \

-D oracle\_jdbc\_user="${oracle\_jdbc\_user}" \

-D oracle\_jdbc\_password="${oracle\_jdbc\_password}" \

-D user\_name="${user\_name}" \

-D connection\_string="${connection\_string}" \

-D JIRA\_USER="${JIRA\_USER}" \

-D JIRA\_PASSWORD="${JIRA\_PASSWORD}" \

-D "oozie.coord.application.path"="${workflow\_application\_path}" \

-D "oozie.use.system.libpath"=true \

-run

1. ctl-ник [**wf\_ctl\_jira\_daily**](http://bda31node01.moscow.alfaintra.net:8899/filebrowser/view=/user/dev_tech_oozie/oozie_workflows/ctl/wf_ctl_jira_daily)
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<workflow-app name="wf\_ctl\_jira\_daily" xmlns="uri:oozie:workflow:0.5">

<parameters>

<property>

<name>wf\_ctl\_name</name>

<value>wf\_ctl\_jira\_daily</value>

</property>

</parameters>

<start to="wf\_jira\_clientfeedback"/>

<kill name="Kill">

<message>Action failed, error message[${wf:errorMessage(wf:lastErrorNode())}]</message>

</kill>

<action name="wf\_jira\_clientfeedback"><!--Stream Count: 1-->

<sub-workflow>

<app-path>${nameNode}${wf\_atom\_path}/wf\_jira\_clientfeedback</app-path>

<propagate-configuration/>

</sub-workflow>

<ok to="End"/>

<error to="Kill"/>

</action>

<end name="End"/>

</workflow-app>

3. Атом **wf\_jira\_clientfeedback**
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![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAwUAAADRCAIAAAASQImKAAAAAXNSR0IArs4c6QAAGmBJREFUeF7t3b/LJ0laAPDdY5NlDxZ2YdlgYDUTY4UxGrgNhD2jiy5b8R/QdNFgs8VME0PR7KLjkhs0GJmJHNDgRBQRRBcG2WRB8BYFA+2xobauqru6+md1v/15GYb3/b7VVU99nuru5+3u7/u++fz58zd8ECBAgAABAgRuLPBmVw89efLkxgKmToAAAQIECNxa4MWLF9+5NYDJEyBAgAABAgTeeEM9ZBUQIECAAAECdxdQD919BZg/AQIECBAgoB6yBggQIECAAIG7C6iH7r4CzJ8AAQIECBBQD1kDBAgQIECAwN0F1EN3XwHmT4AAAQIECPj9Q9bAbIHvfv7jbpuff/6D2Vseu8Gp4jxVMAvycOb4J2PrG8Qf51+9C3J09U1CmgrZiXM9mfdtQY4cuoZi2ewOmMV+efn444/7WT979qz7f/DL/lsLPkq/f6ibUn4Q6ccYe31BBA91kz///4/zz+4qcZ5f8pgI5WuBczg6d2fZU5VBl87m5sHHaVqQ5Ye0yT0pNl9RC5aE+2UL0Ko2+fTTT6vatW50wjgLtXhrreXjb3UybpWvreJfLvgQt1yfzYY7y/rgF6Q0XocN1+SGQzfM4AL/XTdpsqLiGamHds2vzgkQIECAAIHtBbpbY/3HVl2PPj9UuAXYfSu57BzfQYu/FTrJGxTuj471ttWc9+6nv1M2WermwskryX3JZeaFGwSVcfZccb7GIu9bhhEHl1D51nJhyuVVMfjdwvKbXAMLhouV4v57kEq0QmDL8hVnJHRe3mGTGLaKPzluDILkR49kUcWSSX6ThddPPF9R9YmYFXB5b83Tuj6bC3aWZQfkxcFXAiYTGVyxydLN1+TkYih3m8yxfDyZtTvXmIdFXqBYdkQqH73z2PLzxYJxx05k609Glc8PhWbd9OurpW3+flmYfLxG4+XV7xXxBcb4lWQFxL3lh7PJ09hJGkwWQ5NxJg7JuXZSKQiXB6qMMx4u32PHgsnXQ34qyk+9YZ8ZLKz7VZSvmXiBlb87KR8f7AaXdGHBhzAmL6dPZnAwzgX5yqu0hvHni2ewRJtMQd9gEDmZXbycBg/H5cNXZcDlvXVsya3MZnLnKK8YNjkgbxL8YCfBNplI4aw5ufMmq2Ly3DQWWOF4UphL2GrwIJmcBPv6LDncjVGUDxf13x1cz5Wn48EjySRUkoJCBit3h8k1EBdDXePky/Lma++XJWe4wT0wWd+9flIwxV+WvzvJ0bbBYY9RzzLMTerjHExxXscUErpJRsbmm+zh+cF07nIqL+maBd/Pt6b4q0dbma+g1Cr+WWugJsjCWbP+hFoz0KzIKxuvzGZhlJoZzT0gJ8PVB1+psWGzwR+i+v4rV8Xk8WQs2lkH5EKdvW3/a47e5W3roSblN19Ri2+iva6Hyj8Ddd9N/pXPhZOTn9yZN9w9mnS1VZ2b1IgBdsG+NOiwSZzlYCark5oETc43GaX7cnKT8rh5h0kuCl/WFEPLwqvP1znjz89VycEnblCewlj6FsAWBpoV8NjeOhZqZTbjCwahq1k73ZoD8vrg85jj4PeILYy4gG6wcpo8nixYdTXHvcp07zf6JODkgbc+tsrdocYt3CCrv1MWup24PtSLJP9qYlrTJi6/1vRz6W37pVZZqu4908nDVjll/Szq943B6cxaFZMB7y1W0/+sGdV0eHCblfEPHm3XTCH5cXZNV4PbFgKe3FtXBrOSeuXoW22+ecZrAtuEruZ4sslAhRlNHmNDg6STmuDjIjLZfNa88h8hZo1ek9Bd27yuh84W8fEV2FbE21736x0Kq3xxnbptnP0SWhxMJf4BQ1RGMtms8sRcP6PN81Wewubxx8MNlsUra+W+/52KksqAy3trLDA3m10A8VKZXH67NpgbfBdMJeAeYR9JV787L5tpuf+dRl8DWLk/LlhRywBrtlr7/FDNGLdqs+F1v3CUr1xYs5xnxbnmdBVX22ervGeJVTauLCYqewvNZuVrbud5vbJrppLltGZ1JTPdY0/Jz+iFgMMlkPKk6rO5Ic6aVRFvWx982Gq/jBcmdUK6rVIwq59ZDnHjWRsOhlS5Py5YUbME6htvUA/tutbXp6TeYmXLbevcZOLl89MspW3jzNFmBbPMvLzk+itqy3rut5rsPy8g1gyXjxj3tiBfp4o/nktYxvl6Tl5ZfFSZW8mVB6oMuH5vXZDNuUtrMd3kQAuCrwScHPrIBjng3OPJ3PZzZ1fuf+/RC2VuPnR5f1ywoiatwhvKZr2zrO92bT2UFIArfzgeLCcPy+4k9LYNyieA5BwZIxysNJjiQFEZzJoklocYZJx7UszP2SHgZEmXF3zl+q9EW7beyhGeLf7BTK0/qlSutwUDjS2tbX+wHkv95LwWzGjZMlu81Zp9c/Gg5R85Bkv2+Eejcsy77s5dGDUHwLEiuHz0jueYHNJz6nLRXz70Ta7bNZnNt+0qoQXF0Ab1UJytypNBeeYhf+Gn/Fb7z4IMzb3u102tn2b3L5lm2WGl0oI4+wNKHmeyAAbXQB9tfR7z/X9SIzDOGmgsxfFweYfl7waoOKR8oFkZXJOvM8S/YFeaRC70OXj+WJbrysj3y2bSc74TlXeWTXaHGGHuUqwE3KPZJF1hScw9nsxaAMm4Nct18gAYH3aSpMfbDh6Ex05Dk4DxhoWVVp7g5isqeVvZrHeZ+fv22+yJs37b7DZDLurlJHGO/bhQXzMtmv23GzUPoDL+k+SrMtr+oDzY+LDM1od6fMvLZTMmOjL4wira5Kduq/T4xZ+PeOSKqplv9/up1UM1UNoQIECAQHuBTeqh9tMQwfkEtvl7Heebl4gIECBAgAABAjME1j5PPWMoTQkQIECAwCKBKz5RumiiNmom4H5ZM3oDEyBAgAABAmcQcL/sDFkQAwECBAgQINBYwP2yxgkwPAECBAgQINBcQD3UPAUCIECAAAECBBoLqIcaJ8DwBAgQIECAQHMB9VDzFAiAAAECBAgQaCygHmqcAMMTIECAAAECzQXUQ81TIAACBAgQIECgsYB6qHECDE+AAAECBAg0F1APNU+BAAgQIECAAIHGAuqhxgkwPAECBAgQINBcQD3UPAUCIECAAAECBBoLqIcaJ8DwBAgQIECAQHMB9VDzFAiAAAECBAgQaCygHmqcAMMTIECAAAECzQXUQ81TIAACBAgQIECgsYB6qHECDE+AAAECBAg0F1APNU+BAAgQIECAAIHGAuqhxgkwPAECBAgQINBcQD3UPAUCIECAAAECBBoLqIcaJ8DwBAgQIECAQHMB9VDzFAiAAAECBAgQaCygHmqcAMMTIECAAAECzQXUQ81TIAACBAgQIECgsYB6qHECDE+AAAECBAg0F1APNU+BAAgQIECAAIHGAuqhxgkwPAECBAgQINBcQD3UPAUCIECAAAECBBoLqIcaJ8DwBAgQIECAQHMB9VDzFAiAAAECBAgQaCygHmqcAMMTIECAAAECzQXUQ81TIAACBAgQIECgsYB6qHECDE+AAAECBAg0F1APNU+BAAgQIECAAIHGAuqhxgkwPAECBAgQINBcQD3UPAUCIECAAAECBBoLqIcaJ8DwBAgQIECAQHMB9VDzFAiAAAECBAgQaCygHmqcAMMTIECAAAECzQXUQ81TIAACBAgQIECgsYB6qHECDE+AAAECBAg0F1APNU+BAAgQIECAAIHGAuqhxgkwPAECBAgQINBcQD3UPAUCIECAAAECBBoLqIcaJ8DwBAgQIECAQHMB9VDzFAiAAAECBAgQaCygHmqcAMMTIECAAAECzQXUQ81TIAACBAgQIECgsYB6qHECDE+AAIGDBf7zv//nN//oWff/weMajsCZBdRDZ86O2AgQILC9wO//5O/+/T/+q/t/+671SOCyAm8+f/78yZMnV4n/s88+60L94osvQsD5K1eZizgJECBwvMBf/dNXv/ujv+3H/eMf/tr3fuXDuTH0R93wEQ7IjsZzJSfbJ6SEJ8UWN3jx4sUlrw8le+Pi+duQAAECtxLo7pH94V/8Q5hy9/ncu2b54dcB+VZL6AFP9pL1UJcPe+ADXpSmRoDATgJ/8vyfuztlofPu8+6VBWN114T6j+RCUfLKgp5tQqCVwCXvl/VY/Y43eDkxbpAXT92GcTmVXOxNtm2VGOMSIEBgW4G/+bevf+fP/jrv809/+zd+/ZferxwrHDzz0ic+Guc/ssZHbIfZWdqDdyTLdy0LJ0E16yD+Ve+X5ftVP71kfYxdQxp8vXLbykWsGQECBM4m8Ac/+dlgSGOvDzaOz83dYXPWpXqH2W2XRH6JjvAa4aveLxvbUQev4oZKOezJ+TLK26xhtS0BAgTOJvCXv/fx33/+W/m/7vVZoSbHz8GSKGkTX5MYO/zOikHjcAmg90xuegxeBCJfXjZXrYcGLxH1P6zM/ZElBlqzrf2TAAECZxb48ssv/2Xoo3t9QdiTJ9exO2sOswu0xzYJp7y4ACK8TPiq9dDYbAvXh2qAwubusNZwaUOAwIUEPvjgg8Fox14fbFx5ri08ZuQwu8maSU52+fWhyYJ1kzAeUicXroeSkqVfDZtcH6rc4R/SOjAXAgQevMDbb7/97rvvJtPsXulenzv38pE2PjfnLddfyJ8b7dXbjxn28+pPhfn1ISeyuXm/cD2UrICVV3SSzVf2NjcN2hMgQOAAgffee+873/n2sN993r0ya9z82Fh/tHSYnUWdnOPy6ievkwjPFY7bX+z99mumalsCBAgQ+Oabb7766qve4cMPP3znnXeYECBw1ffbyxwBAgQILBPoCqC+BgqfLOvHVgQemMC175c9sGSYDgECBA4Q6B6gfuutt2Y9Rn1AVIYg0FZAPdTW3+gECBA4WqB7bOijjz6KHyQ6OgLjETifgHrofDkREQECBAgQIHCsgHroWG+jESBAgAABAucTUA+dLyciIkCAAAECBI4VUA8d6200AgQIECBA4HwC6qHz5UREBAgQIECAwLEC6qFjvY1GgAABAgQInE9APXS+nIiIAAECBAgQOFbgjH+v41d/9K/HIhiNAAECBL4V+Mcf/jIOArcS6P5ex+t66NGjR7eatskSIECAAAECBILAq1evXtdDjx8/hkKAAAECBAgQuKfAy5cvPT90z9SbNQECBAgQIPCtgHrIaiBAgAABAgTuLqAeuvsKMH8CBAgQIEBAPWQNECBAgAABAncXUA/dfQWYPwECBAgQIKAesgYIECBAgACBuwuoh+6+AsyfAAECBAgQUA9ZAwQIECBAgMDdBTauhz75xY/9dN//4qf7da5nAgQIECBwKoHu7NoknlbjHj/ZjeuhZAI7OfbFkJLo+OViRAIECBC4qMBOZ+T1GicJbN96qGNKrhitn3ZcBimJ1i9EPRAgQIAAgYYCT58+bTh6GHrjv19WU+6snHlSA3392ffP4CgGAgQIECCwuUB8Vg1nz/Bi/0r3ZXxiTb7sQ8r7STpJmuVj9Q0KZ/DFHcYBD3ayuWreYff3y65XD/XT6KsixdABq8QQBAgQINBEICkU8uonNMg/yQMe7C0up+qHq+x8bMRQeyUzKrffNQX+nuuuvDonQIAAAQKXFJh1Jye/NdQ/KpPMPH6l5m7SwXC7Pz908HwMR4AAAQIEHoBAoWIID+aumeYmnSwLoJ/aYMnVMCr10LJs2ooAAQIECOwoULhC030rfPQRdF/2lUT9dZ28kx0nk3U9FmfDqC5WD3WPDfX/jkybsQgQIECAwAkFNrnrNNjJrJ7z4qYvaxKxwae/x1RnBbBJaq70PHVeBnmeepNFoBMCBAgQOKdA/r6wLs7Ci+XrQ/GNqnLP8fvLBj/PuQbfGpa/mBQ6/ZWtwbez1V/rWp+77d9ftj4mPRAgQIAAAQJrBPKLKxvWFrt2vmbWa7ZVD63Rsy0BAgQIECDwEAS83/4hZNEcCBAgQIAAgZUCF3ueeuVsbU6AAAECBAgQyAXUQ1YFAQIECBAgcHcB9dDdV4D5EyBAgAABAuoha4AAAQIECBC4u4B66O4rwPwJECBAgAAB9ZA1QIAAAQIECNxdQD109xVg/gQIECBAgIB6yBogQIAAAQIE7i6gHrr7CjB/AgQIECBA4PXfc3306BEIAgQIECBAgMA9BV69evW6Hnry5Mk952/WBAgQIECAAIEXL164X2YZECBAgAABAncXUA/dfQWYPwECBAgQIKAesgYIECBAgACBuwuoh+6+AsyfAAECBAgQUA9ZAwQIECBAgMDdBdRDd18B5k+AAAECBAioh6wBAgQIECBA4O4C6qG7rwDzJ0CAAAECBDauhz7+xQ++BAgQIECAwHqB7uy6vpMFPbQad0GoKzfZuB5KormP48o02JwAAQIECOwqcNoz8kkC27ce6lKbXDE6ybR3XXM6J0CAAAECBCoFnj17Vtly12Yb//2ymnLnJDPflVXnBAgQIEBgvUB8Vg1nz/Bi/0r3ZXxiTb7sY8j7STpJmuVj9Q0KZ/DFHcYBD3aynnGyh+7vl73R/T3X/93u43sVH9uNpicCBAgQIPBgBbozaphb+Lz8YvzdxGVww65NZc9xy1y8PtTCjMYiPCDBXS20+/2yyaJMAwIECBAgQOBUArPu5OS3hvpHZZIZxa/U3E06GEQ9dDC44QgQIECAwLRAoWIID+ZO9zLeYpNOlgXQT22w5GoYlXpoWTZtRYAAAQIEdhQoXKHpvhU++gi6L/tKov66Tt7JjpPJuh6Ls2FUF6uHvvv5j7t/R+bMWAQIECBA4JwCm9x1GuxkVs95cdOXNQna4NPfY7CzAtgkOxd7f1lfDP388x9sMnmdECBAgACBMwuU31/WXxnq4y/chAoTjNvUvHOt7zYe4rD3l8VTOyBB3fvLNq6HDgjaEAQIECBAgEBBIL+4Un8fbRJ2184nR9+pgXpoJ1jdEiBAgAABApcR6Oqhiz0/dBlagRIgQIAAAQLXEVAPXSdXIiVAgAABAgT2EVAP7eOqVwIECBAgQOA6Auqh6+RKpAQIECBAgMA+AuqhfVz1SoAAAQIECFxHQD10nVyJlAABAgQIENhHQD20j6teCRAgQIAAgesIqIeukyuREiBAgAABAvsIqIf2cdUrAQIECBAgcB0B9dB1ciVSAgQIECBAYB+B13+/7NGjR/t0rlcCBAgQIECAwNkFXr169boeevz48dkjFR8BAgQIECBAYB+Bly9ful+2D61eCRAgQIAAgesIqIeukyuREiBAgAABAvsIqIf2cdUrAQIECBAgcB0B9dB1ciVSAgQIECBAYB8B9dA+rnolQIAAAQIEriOgHrpOrkRKgAABAgQI7COgHtrHVa8ECBAgQIDAdQQ2/v1Dn3zyydjcnz59eh0WkRIgQIAAAQJ3Edjl9w91dU/80Vn2lVChVKr3fv+Ln/aNwyf12y5redhAy8KzFQECBAjcQWCTc+gCqFbjLgh15SYH3S/bpCTqS5Pu//DJyslPbn7YQJORaECAAIGTCHQnyP5jMJ7w3bxNskloUNjkJFN+GGGctrI5SWAH1UPhKtGaVfX1Z99P/q3prWbbMFxNY20IECDw4AW6U1e4AzB2GktuEYyVTX2z/rvxJic5Oz74VJ5ngid5nGb754fyicWLe+W0uws2XY3SXyUKn4SkJq/0X459hBthoVlyaywZKO4nb9m/knRVDuA8a1EkBAgQqBTo66G+cfx52HzwxaR9f1IY66fQQ2WQD6nZ4Ak0vBjuvcTn1rG8BJbkjk2ybahQQ9Ziz8JJPIkq2TxOd9JhsqiSAI7J5i7PD+Whh8J/v1n1F3K6/uO6pPDoT6FZfRETt4xHT2qj/WatZwIECJxKoD8jTt5Qi4uhU8V/tmDiq3FJxdmfWENlGWqRsWqyL0fCNbnB63xjF/9qTuL1Hca9JdVVzdXH/XJ03P2y/eYQ9xwKo/JwY836sia/8pT3Vt/ymIkbhQABAgcI9Ofg/mPwUkH53Dl2Lyz06eLQAUmsGWLWzZw8rX1Ck4HiV8ZWQk1sO7V5aPVQ/7T15JvCKpvthK5bAgQIXFSg/BN8fBINVy/imcbPDOWvx9c8LuqzYdiFiqF8Ba4yhk06qRxrsDAaLLkaRvXQ6qH+6k7NPa/KZvXJzm/Y1W+rJQECBK4okJyzK3/oHyyVrjj9XWMuXKEJF+FCm3Ddrv66Tt7JrtNJOh+Ls2FUD6oemrws1Odj8rmiwQeAkstO8Vvxa8qvI9eZsQgQIHCMQH5Wm3yQpQ9MSbRJgioL0PJYg53M6jlfBoMXAvtmlbdEZwWwCeaDqofCFZrBd58Fr0Kz7luVRVV9y03ypBMCBAicQSB+fijEE05d4YRXeTKLi6dwo6T+CscZQHaNYVB78MWaMMKGoR5NnvKZfDisMMrgtmMdxo+LxX0unlrN9CfbHPF++3ifWbnQQ6EzObHQIK9vxi7n1HdeaFnfSf0UtCRAgAABAvUCeT268uQbD71r5/Vz3LZl93777euhcogrU7JrtVHf+VhL77TfdoHqjQABAgQIHCCwfT20X9D5r0/cfKyV9ZBiaPOM6JAAAQIECBwgcKV66AAOQxAgQIAAAQI3FDjo91PfUNaUCRAgQIAAgQsJPKj3l13IXagECBAgQIDAeQTUQ+fJhUgIECBAgACBNgLqoTbuRiVAgAABAgTOI6AeOk8uREKAAAECBAi0EVAPtXE3KgECBAgQIHAeAfXQeXIhEgIECBAgQKCNgHqojbtRCRAgQIAAgfMIvP57HU+ePDlPQCIhQIAAAQIECBwp8OLFC9eHjgQ3FgECBAgQIHBGAfXQGbMiJgIECBAgQOBIAfXQkdrGIkCAAAECBM4ooB46Y1bERIAAAQIECBwpoB46UttYBAgQIECAwBkF1ENnzIqYCBAgQIAAgSMF1ENHahuLAAECBAgQOKOAeuiMWRETAQIECBAgcKSAeuhIbWMRIECAAAECZxRQD50xK2IiQIAAAQIEjhRQDx2pbSwCBAgQIEDgjALqoTNmRUwECBAgQIDAkQKv/57rkeMZiwABAgQIECBwNoH/A5oeS4pLG65sAAAAAElFTkSuQmCC)

[**jira\_api.py**](http://bda31node01.moscow.alfaintra.net:8899/filebrowser/view=/user/dev_tech_oozie/oozie_workflows/atom/wf_jira_clientfeedback/lib/jira_api.py):

#!/usr/bin/env python

import json

import sys

import requests

# This module uses Api Reference from Atlassian Jira

# located at

# https://docs.atlassian.com/software/jira/docs/api/REST/7.12.0

def jira\_login(username, password, jira\_endpoint='http://jiraft.moscow.alfaintra.net/rest/auth/1/session'):

data = {

"username": username,

"password": password

}

headers = {

'Content-Type': 'application/json'

}

try:

response = requests.post(jira\_endpoint, headers=headers, json=data)

response.raise\_for\_status()

except requests.exceptions.HTTPError as err:

print('Http Error occured')

print(f"Response is {err.response.content}")

print(f"HTTP Code is {response.status\_code}")

return response.json()

def get\_issues\_by\_project(project, jira\_endpoint='http://jiraft.moscow.alfaintra.net/rest/api/2/',

user=None, password=None, startpoint=0, expand='', session=None,

fields=['\*all'], datefrom=None):

jira\_endpoint += 'search'

results\_cnt = 50

# jql=project=ABC&maxResults=1000

if datefrom:

params = {

"jql": "project = {0} AND (updated >= {1} OR created >= {1}) ORDER BY due".format(project, datefrom),

"maxResults": results\_cnt,

"startAt": '{}'.format(int(startpoint)),

"fields": fields

}

else:

params = {

"jql": "project = {0} ORDER BY due".format(project),

"maxResults": results\_cnt,

"startAt": '{}'.format(startpoint),

"fields": fields

}

headers = {

'Content-Type': 'application/json'

}

if session:

headers['cookie'] = f"{session['session']['name']}={session['session']['value']}"

try:

if session:

response = requests.get(jira\_endpoint, params=params, headers=headers)

else:

response = requests.get(jira\_endpoint, params=params, headers=headers, auth=(user, password))

response.raise\_for\_status()

except requests.exceptions.HTTPError as err:

print(f'Http Error occured. status code is {response.status\_code}')

print(f"Response is {err.response.content}")

return response.json()

def get\_issues\_by\_type(type, jira\_endpoint='http://jiraft.moscow.alfaintra.net/rest/api/2/',

user=None, password=None, startpoint=0, expand='', session=None,

fields=['\*all'], datefrom=None):

jira\_endpoint += 'search'

results\_cnt = 50

# jql=project=ABC&maxResults=1000

if datefrom:

params = {

"jql": "type = {0} AND (updated >= {1} OR created >= {1}) ORDER BY due".format(type, datefrom),

"maxResults": results\_cnt,

"startAt": '{}'.format(int(startpoint)),

"fields": fields

}

else:

params = {

"jql": "type = {0} ORDER BY due".format(type),

"maxResults": results\_cnt,

"startAt": '{}'.format(startpoint),

"fields": fields

}

headers = {

'Content-Type': 'application/json'

}

if session:

headers['cookie'] = f"{session['session']['name']}={session['session']['value']}"

try:

if session:

response = requests.get(jira\_endpoint, params=params, headers=headers)

else:

response = requests.get(jira\_endpoint, params=params, headers=headers, auth=(user, password))

response.raise\_for\_status()

except requests.exceptions.HTTPError as err:

print(f'Http Error occured. status code is {response.status\_code}')

print(f"Response is {err.response.content}")

return response.json()

def paging\_for\_issues(filter\_value, filter\_criteria='project',

jira\_endpoint='http://jiraft.moscow.alfaintra.net/rest/api/2/',

user=None, password=None, startpoint=0, expand='', session=None,

fields=['\*all'], datefrom=None):

""" Use this method if you want PAGINATION in get\_issu

es\_by\_project() """

responses\_list = []

print(session)

if filter\_criteria == 'project':

response = get\_issues\_by\_project(filter\_value, jira\_endpoint=jira\_endpoint, user=user,

password=password, startpoint=startpoint, expand=expand,

session=session, fields=fields, datefrom=datefrom)

if filter\_criteria == 'type':

response = get\_issues\_by\_type(filter\_value, jira\_endpoint=jira\_endpoint, user=user,

password=password, startpoint=startpoint, expand=expand,

session=session, fields=fields, datefrom=datefrom)

# responses = dict(response)

responses\_list.append(response)

while dict(response)['total'] > (startpoint + dict(response)['maxResults']):

startpoint += dict(response)['maxResults']

print(f"====BEGIN====")

print(f"startpoint {startpoint}")

print(f"total {dict(response)['total']}")

print("+=====END=====+")

if filter\_criteria == 'project':

response = get\_issues\_by\_project(filter\_value, jira\_endpoint=jira\_endpoint, user=user,

password=password, startpoint=startpoint, expand=expand,

session=session, fields=fields, datefrom=datefrom)

if filter\_criteria == 'type':

response = get\_issues\_by\_type(filter\_value, jira\_endpoint=jira\_endpoint, user=user,

password=password, startpoint=startpoint, expand=expand,

session=session, fields=fields, datefrom=datefrom)

responses\_list.append(response)

return responses\_list

def get\_all\_projects(jira\_endpoint='http://jiraft.moscow.alfaintra.net/rest/api/2/',

user=None, password=None, startpoint=0, expand='', session=None):

jira\_endpoint += 'project'

params = {

'expand': '{}'.format(expand),

"maxResults": 50,

"startAt": '{}'.format(int(startpoint)),

# "fields": [

# # "summary",

# # "status",

# # "assignee"

# "\*all"

# ]

}

headers = {

'Content-Type': 'application/json'

}

if session:

headers['cookie'] = f"{session['session']['name']}={session['session']['value']}"

try:

if session:

response = requests.get(jira\_endpoint, params=params, headers=headers)

else:

response = requests.get(jira\_endpoint, params=params, headers=headers, auth=(user, password))

response.raise\_for\_status()

except requests.exceptions.HTTPError as err:

print(f'Http Error occured. status code is {response.status\_code}')

print(f"Response is {err.response.content}")

return response.json()

if \_\_name\_\_ == '\_\_main\_\_':

if len(sys.argv) == 4:

user = sys.argv[1]

password = sys.argv[2]

jira\_endpoint = sys.argv[3]

elif len(sys.argv) == 3:

user = sys.argv[1]

password = sys.argv[2]

else:

print("Unkown number of arguments, something gone wrong")

user = "any"

password = "any"

session = jira\_login(user, password, jira\_endpoint='http://jira.moscow.alfaintra.net/rest/auth/1/session')

fields = ['project',

'description',

'summary',

'subtasks',

'status',

'creator',

'assignee',

'duedate',

'issuetype',

'comment',

'created',

'resolutiondate',

'updated']

a = paging\_for\_issues("Datalake",

expand='operations,versionedRepresentations,editmeta,changelog,renderedFields',

user=user, password=password, fields=fields,

jira\_endpoint='http://jira.moscow.alfaintra.net/rest/api/2/',

)

# a = paging\_for\_issues("Dat

alake",

# expand='operations,versionedRepresentations,editmeta,changelog,renderedFields',

# session=session, jira\_endpoint='http://jira.moscow.alfaintra.net/rest/api/2/')

result = json.dumps(a, indent=4, sort\_keys=True)

with open('debug.json', 'w') as debug\_file:

# print(json.dumps(a, indent=4, sort\_keys=True, default=lambda x: x.\_\_dict\_\_), file=debug\_file)

print(result, file=debug\_file)

**Каталог pyspark:**

![](data:image/png;base64,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)

[**issues\_and\_comments.py**](http://bda31node01.moscow.alfaintra.net:8899/filebrowser/view=/user/dev_tech_oozie/oozie_workflows/atom/wf_jira_clientfeedback/pyspark/issues_and_comments.py):

#!/opt/anaconda/bin/python3

import argparse

import sys

import os

parser = argparse.ArgumentParser(description="Arguments")

parser.add\_argument('--DATABASE')

parser.add\_argument('--TMP\_DATABASE')

parser.add\_argument('--JIRA\_USER')

parser.add\_argument('--JIRA\_PASSWORD')

parser.add\_argument('--INITIAL\_LOAD')

parser.add\_argument('--KERBEROS\_PRINCIPAL')

parser.add\_argument('--HIVE\_PRINCIPAL')

parser.add\_argument('--HIVE\_URI')

args = parser.parse\_args()

# Workaround for spark

if os.environ.get('SPARK\_HOME'):

PYSPARK\_PYTHON = os.environ['SPARK\_HOME']+'/python'

sys.path.append(PYSPARK\_PYTHON)

sys.path.append(PYSPARK\_PYTHON+'/lib/py4j-0.10.4-src.zip')

# HDFS OOZIE Workaround for local modules

sys.path.append(os.getcwd())

sys.path.append(os.getcwd()+'/lib')

import dateutil.parser

from subprocess import call

from jira\_api import \*

import pyspark.sql

from pyspark.sql.functions import \*

from pyspark.sql import SparkSession

from pyspark.sql.column import Column, \_to\_java\_column

## Because of Spark 2.2!!!

def explode\_outer\_(col):

\_explode\_outer = spark.sparkContext.\_jvm.org.apache.spark.sql.functions.explode\_outer

return Column(\_explode\_outer(\_to\_java\_column(col)))

# uncomment for local

# spark = SparkSession.builder\

# .appName('testapp') \

# .master("local") \

# .getOrCreate()

#

# try:

# call(f'kinit {args.KERBEROS\_PRINCIPAL} -kt KERBEROS\_KEYTAB', shell=True)

# os.system(f'kinit {args.KERBEROS\_PRINCIPAL} -kt KERBEROS\_KEYTAB')

# call('klist', shell=True)

# call('id', shell=True)

# call('hadoop fs -ls /user/oozie/share/lib/', shell=True)

# except Exception as e:

# print("Terminating program because of Kerberos: ", e)

# exit(1)

try:

print('Creating Session') # TODO Remove on production

spark = SparkSession.builder\

.appName('jiraEtl') \

.master('yarn-client') \

.config('spark.yarn.principal', args.KERBEROS\_PRINCIPAL) \

.config('spark.yarn.keytab', 'KERBEROS\_KEYTAB') \

.config('spark.driver.memory', '4096m') \

.config('spark.yarn.executor.memoryOverhead', '16192m') \

.config('hive.metastore.sasl.enabled', 'true') \

.config('hive.security.authorization.enabled', 'false') \

.config('hive.metastore.kerberos.principal', args.HIVE\_PRINCIPAL) \

.config('hive.metastore.uris', args.HIVE\_URI) \

.config('hive.metastore.execute.setugi', 'true') \

.enableHiveSupport() \

.getOrCreate()

except Exception as e:

print("Cannot create session, because of: ", e)

exit(1)

# .config("spark.yarn.security.tokens.hive.enabled", "false") \

# .config('spark.sql.warehouse.dir', '/user/u\_m10k4/db/') \

issues\_temp\_view = 'jira\_issues\_temp\_view'

comments\_temp\_view = 'jira\_comments\_temp\_view'

db\_schema = args.DATABASE

db\_tmp\_schema = args.TMP\_DATABASE

initial\_load = args.INITIAL\_LOAD

user = args.JIRA\_USER

password = args.JIRA\_PASSWORD

session = jira\_login(user, password, jira\_endpoint='http://jira.moscow.alfaintra.net/rest/auth/1/session')

fields = ['project',

'description',

'summary',

'subtasks',

'status',

'creator',

'assignee',

'duedate',

'issuetype',

'comment',

'created',

'resolutiondate',

'updated']

try:

print("Load from Jira") # TODO remove on production

if initial\_load == 'y':

response = paging\_for\_issues("19101", "type",

expand='operations,versionedRepresentations,editmeta,changelog,renderedFields',

user=user, password=password, fields=fields, jira\_endpoint='http://jira.moscow.alfaintra.net/rest/api/2/',)

else:

last\_date = spark.sql(f"select max(updated) from {db\_schema}.jira\_clientfeedback\_issues").head()[0]

start\_from = dateutil.parser.parse(last\_date).strftime("%Y-%m-%d")

response = paging\_for\_issues("19101", "type",

expand='operations,versionedRepresentations,editmeta,changelog,renderedF

ields',

user=user, password=password, fields=fields, jira\_endpoint='http://jira.moscow.alfaintra.net/rest/api/2/',

datefrom=start\_from)

except Exception as e:

print("Something gone wrong with JIRA API: ", e)

exit(1)

result = json.dumps(response, indent=4, sort\_keys=True)

with open('temp\_file', 'w') as temp\_file:

print(result, file=temp\_file)

try:

print("Put temp file to hadoop") # TODO remove on production

call('hadoop fs -put -f temp\_file temp\_file', shell=True)

except Exception as e:

print("Error while copying files to HDFS", e)

exit(1)

df = spark.read.json('temp\_file', multiLine=True)

try:

print('Transforming df dataframe') # TODO remove on production

df = df.select('issues') \

.withColumn('issues\_flat', explode(col('issues'))) \

.drop('issues')

df = df.select('issues\_flat.\*') \

.drop('issues\_flat')

df = df.select('id', 'key', 'self', 'fields.\*') \

.drop('fields')

df = df.select('id', 'key', 'self',

'assignee', 'comment', 'created',

'creator', 'description', 'duedate',

'issuetype', 'project', 'resolutiondate', 'status',

'summary', 'updated', 'subtasks') \

.withColumn('subtasks\_l', explode\_outer\_(col('subtasks'))) \

.drop('subtasks')

except pyspark.sql.utils.AnalysisException as e:

print('something gone wrong on base transformations: ', e)

exit(1)

try:

df = df.select('id', 'key', 'self',

df['assignee.displayName'].alias('assignee'), 'comment', 'created',

df['creator.displayName'].alias('creator'), 'description', 'duedate',

df['issuetype.name'].alias('issuetype'), df['project.key'].alias('project'),

'resolutiondate', df['status.name'].alias('status'),

'summary', 'updated', df['subtasks\_l.key'].alias('subtasks\_key')) \

.drop('subtasks\_l')

except pyspark.sql.utils.AnalysisException as e:

# If 'subtasks\_l' field is empty it is not unwrapped structure

if str(e).find('need struct type but got string') != -1: # if string will be founded

print('Exception catched!', e) # TODO remove on production

df = df.select('id', 'key', 'self',

df['assignee.displayName'].alias('assignee'), 'comment', 'created',

df['creator.displayName'].alias('creator'), 'description', 'duedate',

df['issuetype.name'].alias('issuetype'), df['project.key'].alias('project'),

'resolutiondate', df['status.name'].alias('status'),

'summary', 'updated', df['subtasks\_l'].alias('subtasks\_key')) \

.drop('subtasks\_l')

else:

print("something gone wrong with df dataframe:", e)

exit(1)

comments = df.select('comment', 'key')

comments\_are\_not\_empty = True

df = df.drop('comment')

try:

comments = comments.select('key', explode(col('comment.comments'))) \

.drop('comment') \

.select('key', 'col.\*') \

.drop('col')

except Exception as e:

if str(e).find('Can only star expand struct data types') != -1:

print('Exception catched!', e)

comments\_are\_not\_empty = False

else:

print("something gone wrong with comments dataframe", e)

else:

comments = comments.select('key', comments['author.displayName'].alias('author'),

'body', 'created', 'id', 'self',

comments['updateAuthor.displayName'].alias('updateAuthor'),

'updated')

df.createOrReplaceTempView(issues\_temp\_view)

if comments\_are\_not\_empty:

comments.createOrReplaceTempView(comments\_temp\_view)

create\_issues\_src\_table = f"""CREATE TABLE IF NOT EXISTS {db\_tmp\_schema}.jira\_clientfeedback\_issues\_src

ROW FORMAT SERDE

"org.apache.hadoop.hive.ql.io.parquet.serde.ParquetHiveSerDe"

STORED AS INPUTFORMAT

"org.apache.hadoop.hive.ql.io.parquet.MapredParquetInputFormat"

OUTPUTFORMAT

"org.apache.hadoop.hive.ql.io.parquet.MapredParquetOutputFormat"

TBLPROPERTIES ("kite.compression.type"="snappy")

AS SELECT

id, key, self, assignee, created, creator,

description, duedate, issuetype, project, resolutiondate, status, updated, summary, subtasks\_key FROM {issues\_temp\_view}

"""

create\_issues\_tmp\_table = f"""CREATE TABLE IF NOT EXISTS {db\_tmp\_schema}.jira\_clientfeedback\_issues\_tmp

ROW FORMAT SERDE

"org.apache.hadoop.hive.ql.io.parquet.serde.ParquetHiveSerDe"

STORED AS INPUTFORMAT

"org.apache.hadoop.hive.ql.io.parquet.MapredParquetInputFormat"

OUTPUTFORMAT

"org.apache.hadoop.hive.ql.io.parquet.MapredParquetOutputFormat"

TBLPROPERTIES ("kite.compression.type"="snappy")

AS SELECT

id, key, self, assignee, created, creator,

description, duedate, issuetype, project, resolutiondate, status, updated, summary, subtasks\_key FROM {issues\_temp\_view}

"""

create\_issues\_prod\_table = f"""CREATE TABLE IF NOT EXISTS {db\_schema}.jira\_clientfeedback\_issues

ROW FORMAT SERDE

"org.apache.hadoop.hive.ql.io.parquet.serde.ParquetHiveSerDe"

STORED AS INPUTFORMAT

"org.apache.hadoop.hive.ql.io.parquet.MapredParquetInputFormat"

OUTPUTFORMAT

"org.apache.hadoop.hive.ql.io.parquet.MapredParquetOutputFormat"

TBLPROPERTIES ("kite.compression.type"="snappy")

AS SELECT

id, key, self, assignee, created, creator,

description, duedate, issuetype, project, resolutiondate, status, updated, summary, subtasks\_key FROM {issues\_temp\_view}

"""

overwrite\_issues\_src\_table = f"""INSERT OVERWRITE TABLE {db\_tmp\_schema}.jira\_clientfeedback\_issues\_src

SELECT

id, key, self, assignee, created, creator,

description, duedate, issuetype, project, resolutiondate, status, updated, summary, subtasks\_key FROM {issues\_temp\_view}

"""

get\_old\_issues\_without\_increment = f"""INSERT OVERWRITE TABLE {db\_tmp\_schema}.jira\_clientfeedback\_issues\_tmp

SELECT b.id as id, b.key as key, b.self as self, b.assignee as assignee,

b.created as created, b.creator as creator, b.description as description, b.duedate as duedate,

b.issuetype as issuetype, b.project as project, b.resolutiondate as resolutiondate,

b.status as status, b.updated as updated, b.summary as summary, b.subtasks\_key as subtasks\_key

FROM {db\_schema}.jira\_clientfeedback\_issues b LEFT JOIN {db\_tmp\_schema}.jira\_clientfeedback\_issues\_src a

ON b.id = a.id WHERE a.id is null

"""

load\_increment\_issues = f"""INSERT INTO {db\_tmp\_schema}.jira\_clientfeedback\_issues\_tmp

SELECT

id, key, self, assignee, created, creator,

description, duedate, issuetype, project, resolutiondate, status, updated, summary, subtasks\_key

FROM {db\_tmp\_schema}.jira\_clientfeedback\_issues\_src

"""

reload\_tmp\_production\_issues = f"""INSERT OVERWRITE TABLE {db\_schema}.jira\_clientfeedback\_issues

SELECT

id, key, self, assignee, created, creator,

description, duedate, issuetype, project, resolutiondate, status, updated, summary, subtasks\_key

FROM {db\_tmp\_schema}.jira\_clientfeedback\_issues\_tmp

"""

create\_comments\_src\_table = f"""CREATE TABLE IF NOT EXISTS {db\_tmp\_schema}.jira\_clientfeedback\_comments\_src

ROW FORMAT SERDE

"org.apache.hadoop.hive.ql.io.parquet.serde.ParquetHiveSerDe"

STORED AS INPUTFORMAT

"org.apache.hadoop.hive.ql.io.parquet.MapredParquetInputFormat"

OUTPUTFORMAT

"org.apache.hadoop.hive.ql.io.parquet.MapredParquetOutputFormat"

TBLPROPERTIES ("kite.compression.type"="snappy")

AS SELECT

id, key, author, body, created, self, updateAuthor, updated FROM {comments\_temp\_view}

"""

create\_comments\_tmp\_table = f"""CREATE TABLE IF NOT EXISTS {db\_tmp\_schema}.jira\_clientfeedback\_comments\_tmp

ROW FORMAT SERDE

"org.apache.hadoop.hive.ql.io.parquet.serde.ParquetHiveSerDe"

STORED AS INPUTFORMAT

"org.apache.hadoop.hive.ql.io.parquet.MapredParquetInputFormat"

OUTPUTFORMAT

"org.apache.hadoop.hive.ql.io.parquet.MapredParquetOutputFormat"

TBLPROPERTIES ("kite.compression.type"="snappy")

AS SELECT

id, key, autho

r, body, created, self, updateAuthor, updated FROM {comments\_temp\_view}

"""

create\_comments\_prod\_table = f"""CREATE TABLE IF NOT EXISTS {db\_schema}.jira\_clientfeedback\_comments

ROW FORMAT SERDE

"org.apache.hadoop.hive.ql.io.parquet.serde.ParquetHiveSerDe"

STORED AS INPUTFORMAT

"org.apache.hadoop.hive.ql.io.parquet.MapredParquetInputFormat"

OUTPUTFORMAT

"org.apache.hadoop.hive.ql.io.parquet.MapredParquetOutputFormat"

TBLPROPERTIES ("kite.compression.type"="snappy")

AS SELECT

id, key, author, body, created, self, updateAuthor, updated FROM {comments\_temp\_view}

"""

overwrite\_comments\_src\_table = f"""INSERT OVERWRITE TABLE {db\_tmp\_schema}.jira\_clientfeedback\_comments\_src

SELECT

id, key, author, body, created, self, updateAuthor, updated FROM {comments\_temp\_view}

"""

get\_old\_comments\_without\_increment = f"""INSERT OVERWRITE TABLE {db\_tmp\_schema}.jira\_clientfeedback\_comments\_tmp

SELECT b.id as id, b.key as key, b.author as author, b.body as body, b.created as created, b.self as self,

b.updateAuthor as updateAuthor, b.updated as updated

FROM {db\_schema}.jira\_clientfeedback\_comments b LEFT JOIN {db\_tmp\_schema}.jira\_clientfeedback\_comments\_src a

ON b.id = a.id WHERE a.id is null

"""

load\_increment\_comments = f"""INSERT INTO {db\_tmp\_schema}.jira\_clientfeedback\_comments\_tmp

SELECT

id, key, author, body, created, self, updateAuthor, updated

FROM {db\_tmp\_schema}.jira\_clientfeedback\_comments\_src

"""

reload\_tmp\_production\_comments = f"""INSERT OVERWRITE TABLE {db\_schema}.jira\_clientfeedback\_comments

SELECT

id, key, author, body, created, self, updateAuthor, updated

FROM {db\_tmp\_schema}.jira\_clientfeedback\_comments\_tmp

"""

try:

print('spark sql tasks') # TODO remove on production

if initial\_load == 'y':

spark.sql(create\_issues\_src\_table)

spark.sql(create\_issues\_tmp\_table)

spark.sql(create\_issues\_prod\_table)

spark.sql(create\_comments\_src\_table)

spark.sql(create\_comments\_tmp\_table)

spark.sql(create\_comments\_prod\_table)

spark.sql(overwrite\_issues\_src\_table)

spark.sql(get\_old\_issues\_without\_increment)

spark.sql(load\_increment\_issues)

if int(spark.sql(f'select count(1) from {db\_tmp\_schema}.jira\_clientfeedback\_issues\_tmp').head()[0]) > 0:

spark.sql(reload\_tmp\_production\_issues)

else:

print("Something with temp table gone wrong!")

exit(1)

if comments\_are\_not\_empty:

print('spark sql tasks for comments dataframe') # TODO remove on production

spark.sql(overwrite\_comments\_src\_table)

spark.sql(get\_old\_comments\_without\_increment)

spark.sql(load\_increment\_comments)

if int(spark.sql(f'select count(1) from {db\_tmp\_schema}.jira\_clientfeedback\_comments\_tmp').head()[0]) > 0:

spark.sql(reload\_tmp\_production\_comments)

else:

print("Something with temp table gone wrong!")

exit(1)

except Exception as e:

print("Exception while executing spark.sql:", e)

exit(1)

## For Debug reasons only!!:

# for table in ['jira\_clientfeedback\_comments', 'jira\_clientfeedback\_comments\_src',

# 'jira\_clientfeedback\_comments\_tmp', 'jira\_clientfeedback\_issues',

# 'jira\_clientfeedback\_issues\_src', 'jira\_clientfeedback\_issues\_tmp']:

# print(table)

# spark.sql(f'select count(1) from u\_m10k4.{table}').show()

#

# drop table d\_sourcedata.jira\_clientfeedback\_comments;

# drop table d\_sourcedata.jira\_clientfeedback\_comments\_src;

# drop table d\_sourcedata.jira\_clientfeedback\_comments\_tmp;

# drop table d\_sourcedata.jira\_clientfeedback\_issues;

# drop table d\_sourcedata.jira\_clientfeedback\_issues\_src;

# drop table d\_sourcedata.jira\_clientfeedback\_issues\_tmp;

[**workflow.xml**](http://bda31node01.moscow.alfaintra.net:8899/filebrowser/view=/user/dev_tech_oozie/oozie_workflows/atom/wf_jira_clientfeedback/workflow.xml):

<workflow-app name="wf\_jira\_clientfeedback" xmlns="uri:oozie:workflow:0.5">

<parameters>

<property>

<name>wf\_reg\_name</name>

</property>

<property>

<name>wf\_ctl\_name</name>

</property>

</parameters>

<credentials>

<credential name="hive2" type="hive2">

<property>

<name>hive2.jdbc.url</name>

<value>${hive2\_jdbc\_url}</value>

</property>

<property>

<name>hive2.server.principal</name>

<value>${hive2\_server\_principal}</value>

</property>

</credential>

<credential name="hcat" type="hcat">

<property>

<name>hcat.metastore.uri</name>

<value>${hcat\_metastore\_uri}</value>

</property>

<property>

<name>hcat.metastore.principal</name>

<value>${hive2\_server\_principal}</value>

</property>

</credential>

</credentials>

<start to="shell-clientfeedback"/>

<kill name="Kill">

<message>Action failed, error message[${wf:errorMessage(wf:lastErrorNode())}]</message>

</kill>

<!--Run Python Script-->

<action name="shell-clientfeedback" cred="hcat">

<shell xmlns="uri:oozie:shell-action:0.1">

<job-tracker>${jobTracker}</job-tracker>

<name-node>${nameNode}</name-node>

<exec>issues\_and\_comments.py</exec>

<argument>--DATABASE</argument>

<argument>${DATABASE}</argument>

<argument>--TMP\_DATABASE</argument>

<argument>${TMP\_DATABASE}</argument>

<argument>--JIRA\_USER</argument>

<argument>${JIRA\_USER}</argument>

<argument>--JIRA\_PASSWORD</argument>

<argument>${JIRA\_PASSWORD}</argument>

<argument>--KERBEROS\_PRINCIPAL</argument>

<argument>${KERBEROS\_PRINCIPAL}</argument>

<argument>--INITIAL\_LOAD</argument>

<argument>${INITIAL\_LOAD}</argument>

<argument>--HIVE\_PRINCIPAL</argument>

<argument>${hive2\_server\_principal}</argument>

<argument>--HIVE\_URI</argument>

<argument>${hcat\_metastore\_uri}</argument>

<env-var>JAVA\_HOME=/usr/java/default</env-var>

<env-var>SPARK\_HOME=/opt/cloudera/parcels/SPARK2/lib/spark2</env-var>

<env-var>PYSPARK\_PYTHON=/opt/anaconda/bin/python3</env-var>

<file>pyspark/issues\_and\_comments.py#issues\_and\_comments.py</file>

<file>${KERBEROS\_KEYTAB}#KERBEROS\_KEYTAB</file>

<capture-output/>

</shell>

<ok to="End"/>

<error to="Kill"/>

</action>

<!--<action name="pyspark-clientfeedback">-->

<!--<spark xmlns="uri:oozie:spark-action:0.2">-->

<!--<job-tracker>${jobTracker}</job-tracker>-->

<!--<name-node>${nameNode}</name-node>-->

<!--<configuration>-->

<!--<property>-->

<!--<name>oozie.launcher.mapred.child.env</name>-->

<!--<value>PYSPARK\_PYTHON=/opt/anaconda/bin/python3</value>-->

<!--</property>-->

<!--<property>-->

<!--<name>oozie.launcher.mapred.child.env</name>-->

<!--<value>PYTHONPATH=PYTHONPATH:/opt/cloudera/parcels/SPARK2/lib/spark2/python:/opt/cloudera/parcels/SPARK2/lib/spark2/python/lib/py4j-0.10.4-src.zip</value>-->

<!--</property>-->

<!--</configuration>-->

<!--<master>yarn-client</master>-->

<!--<name>ClientFeedback Jira task</name>-->

<!--<jar>issues\_and\_comments.py</jar>-->

<!--<spark-opts>&#45;&#45;conf spark.yarn.appMasterEnv.PYSPARK\_PYTHON=/opt/anaconda/bin/python3-->

<!--&#45;&#45;conf spark.yarn.appMasterEnv.PYSPARK\_DRIVER\_PYTHON=/opt/anaconda/bin/python3-->

<!--&#45;&#45;conf spark.executorEnv.PYSPARK\_PYTHON=/opt/anaconda/bin/python3-->

<!--&#45;&#45;conf spark.executorEnv.PYSPARK\_DRIVER\_PYTHON=/op

t/anaconda/bin/python3-->

<!--&#45;&#45;conf spark.executorEnv.PYTHONPATH=/opt/anaconda/bin/python3</spark-opts>-->

<!--<arg>&#45;&#45;HDFS\_SCRIPTS\_PATH</arg>-->

<!--<arg>/user/${user\_name}/scripts/</arg>-->

<!--<arg>&#45;&#45;DATABASE</arg>-->

<!--<arg>${DATABASE}</arg>-->

<!--<arg>&#45;&#45;TMP\_DATABASE</arg>-->

<!--<arg>${TMP\_DATABASE}</arg>-->

<!--<arg>&#45;&#45;JIRA\_USER</arg>-->

<!--<arg>${JIRA\_USER}</arg>-->

<!--<arg>&#45;&#45;JIRA\_PASSWORD</arg>-->

<!--<arg>${JIRA\_PASSWORD}</arg>-->

<!--<arg>&#45;&#45;INITIAL\_LOAD</arg>-->

<!--<arg>${INITIAL\_LOAD}</arg>-->

<!--<file>pyspark/issues\_and\_comments.py#issues\_and\_comments.py</file>-->

<!--</spark>-->

<!--<ok to="End"/>-->

<!--<error to="Kill"/>-->

<!--</action>-->

<end name="End"/>

</workflow-app>

1. man-поток [**crd\_hist\_jira\_clientfeedback**](http://bda31node01.moscow.alfaintra.net:8899/filebrowser/view=/user/dev_tech_oozie/oozie_workflows/man/crd_hist_jira_clientfeedback)
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[**coordinator.xml**](http://bda31node01.moscow.alfaintra.net:8899/filebrowser/view=/user/dev_tech_oozie/oozie_workflows/man/crd_hist_jira_clientfeedback/coordinator.xml):

<coordinator-app name="crd\_hist\_jira\_clientfeedback"

frequency="${coord:days(7)}"

start="${coord\_start\_time}"

end="${coord\_end\_time}"

timezone="GMT+03:00"

xmlns="uri:oozie:coordinator:0.4">

<action>

<workflow>

<app-path>${workflow\_application\_path}</app-path>

<configuration>

<property>

<name>wf\_reg\_name</name>

<value>man\_hist\_jira\_clientfeedback</value>

</property>

<property>

<name>wf\_ctl\_name</name>

<value>manual</value>

</property>

</configuration>

</workflow>

</action>

</coordinator-app>

[**workflow.xml**](http://bda31node01.moscow.alfaintra.net:8899/filebrowser/view=/user/dev_tech_oozie/oozie_workflows/man/crd_hist_jira_clientfeedback/workflow.xml):

<workflow-app name="wf\_hist\_jira\_clientfeedback" xmlns="uri:oozie:workflow:0.5">

<global>

<configuration>

<property>

<name>oozie.launcher.mapred.job.queue.name</name>

<value>tech\_oozie\_launchers</value>

</property>

<property>

<name>oozie.launcher.mapreduce.map.memory.mb</name>

<value>4096</value>

</property>

<property>

<name>oozie.launcher.mapreduce.map.java.opts</name>

<value>-Xmx4096m</value>

</property>

<property>

<name>oozie.launcher.yarn.app.mapreduce.am.resource.mb</name>

<value>4096</value>

</property>

</configuration>

</global>

<start to="wf\_jira\_clientfeedback"/>

<kill name="Kill">

<message>Action failed, error message[${wf:errorMessage(wf:lastErrorNode())}]</message>

</kill>

<action name="wf\_jira\_clientfeedback">

<sub-workflow>

<app-path>${nameNode}${wf\_atom\_path}/wf\_jira\_clientfeedback</app-path>

<propagate-configuration/>

</sub-workflow>

<ok to="End"/>

<error to="Kill"/>

</action>

<end name="End"/>

</workflow-app>

[**start.sh**](http://bda31node01.moscow.alfaintra.net:8899/filebrowser/view=/user/dev_tech_oozie/oozie_workflows/man/crd_hist_jira_clientfeedback/start.sh)

#!/usr/bin/env bash

#VERSION1

err=0

err\_check() {

if [[ err -eq 1 ]];

then

read -p "WARNING: Errors detected! Continue? (Y/n): " answer

[[ ! ${answer} =~ ^("y"|"Y") ]] && exit 1

fi

}

import\_user\_properties() {

if [[ -f /home/${user\_name}/properties/oozie\_params.sh ]]

then

source /home/${user\_name}/properties/oozie\_params.sh

else

echo "ERROR: There is no oozie\_params.sh in /home/${user\_name}/properties/"

err=1

fi

}

arg\_parse() {

if [[ $# > 0 ]]

then

for arg in "$@"; do

[[ ${arg} =~ "custom" ]] && custom\_mode=1

done

fi

}

custom\_mode() {

## TODO convert to list

if [[ ${custom\_mode} -eq 1 ]]; then

hive2\_server\_principal=${custom\_hive2\_server\_principal}

hive2\_jdbc\_url=${custom\_hive2\_jdbc\_url}

oracle\_jdbc\_url=${custom\_oracle\_jdbc\_url}

oracle\_jdbc\_user=${custom\_oracle\_jdbc\_user}

oracle\_jdbc\_password=${custom\_oracle\_jdbc\_password}

coord\_start\_time=${custom\_coord\_start\_time}

coord\_end\_time=${custom\_coord\_end\_time}

DATABASE=${custom\_DATABASE}

TMP\_DATABASE=${custom\_TMP\_DATABASE}

PATH\_TO\_TMP=${custom\_PATH\_TO\_TMP}

TMP\_TABLE\_TYPE=${custom\_TMP\_TABLE\_TYPE}

echo RUNNING IN CUSTOM CONFIGURATION!

fi

}

user\_name=$(whoami) #DO NOT REMOVE!

# Params to Configure

#------------------------------------------------------------------

# Cluster settings moved to oozie\_params.sh (/home/<USERNAME>/properties/oozie\_params.sh)

# Workflow Path Parameters moved to oozie\_params.sh (/home/<USERNAME>/properties/oozie\_params.sh)

#------------------------------------------------------------------

# Hive settings moved to oozie\_params.sh (/home/<USERNAME>/properties/oozie\_params.sh)

# ADD YOUR JOB PROPERTIES HERE:

KERBEROS\_PRINCIPAL="dev\_tech\_oozie@BDA.MOSCOW.ALFAINTRA.NET"

KERBEROS\_KEYTAB="/user/dev\_tech\_oozie/config/dev\_tech\_oozie.keytab"

JIRA\_USER="debitsvzn\_tech\_user"

JIRA\_PASSWORD="6yfn^THC"

INITIAL\_LOAD="y"

#Not Used start-end by scripts but must be set

coord\_start\_time=2019-04-02T10:00+0300

coord\_end\_time=2019-04-02T11:00+0300

DATABASE=d\_sourcedata

TMP\_DATABASE=d\_sourcedata

#------------------------------------------------------------------

### Injection for running jobs inluding personal parameters

arg\_parse $@

import\_user\_properties

custom\_mode

err\_check

# Workflow to Run ##TODO needed to be automatic path

workflow\_application\_path=${wf\_man\_path}/crd\_hist\_jira\_clientfeedback

echo "Run oozie job.."

# Run Oozie Job

oozie job -auth KERBEROS \

-D nameNode="${nameNode}" \

-D wf\_reg\_path="${wf\_reg\_path}" \

-D wf\_ctl\_path="${wf\_ctl\_path}" \

-D wf\_atom\_path="${wf\_atom\_path}" \

-D workflow\_application\_path="${workflow\_application\_path}" \

-D coord\_start\_time="${coord\_start\_time}" \

-D coord\_end\_time="${coord\_end\_time}" \

-D ORA\_USER="${ORA\_USER}" \

-D ORA\_PASSWORD="${ORA\_PASSWORD}" \

-D DATABASE="${DATABASE}" \

-D TMP\_DATABASE="${TMP\_DATABASE}" \

-D PATH\_TO\_TMP="${PATH\_TO\_TMP}" \

-D TMP\_TABLE\_TYPE="${TMP\_TABLE\_TYPE}" \

-D INITIAL\_LOAD="${INITIAL\_LOAD}" \

-D KERBEROS\_KEYTAB="${KERBEROS\_KEYTAB}" \

-D KERBEROS\_PRINCIPAL="${KERBEROS\_PRINCIPAL}" \

-D jobTracker="${jobTracker}" \

-D hive2\_server\_principal="${hive2\_server\_principal}" \

-D hive2\_jdbc\_url="${hive2\_jdbc\_url}" \

-D hcat\_metastore\_uri="${hcat\_metastore\_uri}" \

-D oracle\_jdbc\_url="${oracle\_jdbc\_url}" \

-D oracle\_jdbc\_user="${oracle\_jdbc\_user}" \

-D oracle\_jdbc\_password="${oracle\_jdbc\_password}" \

-D user\_name="${user\_name}" \

-D connection\_string="${connection\_string}" \

-D JIRA\_USER="${JIRA\_USER}" \

-D JIRA\_PASSWORD="${JIRA\_PASSWORD}" \

-D "oozie.coord.application.path"="${workflow\_application\_path}" \

-D "oozie.use.system.libpath"=true \

-run